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# Trees & Graphs

# Binary Search Tree (BST)

The following is definition of Binary Search Tree (BST) according to [WikiPedia](http://en.wikipedia.org/wiki/Binary_search_tree" \t "_blank)

Binary Search Tree, is a node-based binary tree data structure which has the following properties:

* The left subtree of a node contains only nodes with keys less than the node’s key.
* The right subtree of a node contains only nodes with keys greater than the node’s key.
* The left and right subtree each must also be a binary search tree.  
  There must be no duplicate nodes.

[![200px-Binary_search_tree.svg](data:image/png;base64,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)](http://d18khu5s3lkxd9.cloudfront.net/wp-content/uploads/2014/01/200px-Binary_search_tree.svg_.png)

The above properties of Binary Search Tree provide an ordering among keys so that the operations like search, minimum and maximum can be done fast. If there is no ordering, then we may have to compare every key to search a given key.

## Searching a key

To search a given key in Bianry Search Tree, we first compare it with root, if the key is present at root, we return root. If key is greater than root’s key, we recur for right subtree of root node. Otherwise we recur for left subtree.

|  |
| --- |
| // C function to search a given key in a given BST  struct node\* search(struct node\* root, int key)  {      // Base Cases: root is null or key is present at root      if (root == NULL || root->key == key)         return root;        // Key is greater than root's key      if (root->key < key)         return search(root->right, key);        // Key is smaller than root's key      return search(root->left, key);  } |

## Insertion of a key

A new key is always inserted at leaf. We start searching a key from root till we hit a leaf node. Once a leaf node is found, the new node is added as a child of the leaf node.

100 100

/ \ Insert 40 / \

20 500 ---------> 20 500

/ \ / \

10 30 10 30

\

40

|  |
| --- |
| // C program to demonstrate insert operation in binary search tree  #include<stdio.h>  #include<stdlib.h>    struct node  {      int key;      struct node \*left, \*right;  };    // A utility function to create a new BST node  struct node \*newNode(int item)  {      struct node \*temp =  (struct node \*)malloc(sizeof(struct node));      temp->key = item;      temp->left = temp->right = NULL;      return temp;  }    // A utility function to do inorder traversal of BST  void inorder(struct node \*root)  {      if (root != NULL)      {          inorder(root->left);          printf("%d ", root->key);          inorder(root->right);      }  }    /\* A utility function to insert a new node with given key in BST \*/  struct node\* insert(struct node\* node, int key)  {      /\* If the tree is empty, return a new node \*/      if (node == NULL) return newNode(key);        /\* Otherwise, recur down the tree \*/      if (key < node->key)          node->left  = insert(node->left, key);      else          node->right = insert(node->right, key);        /\* return the (unchanged) node pointer \*/      return node;  }    // Driver Program to test above functions  int main()  {      /\* Let us create following BST                50             /     \            30      70           /  \    /  \         20   40  60   80 \*/      struct node \*root = NULL;      root = insert(root, 50);      insert(root, 30);      insert(root, 20);      insert(root, 40);      insert(root, 70);      insert(root, 60);      insert(root, 80);        // print inoder traversal of the BST      inorder(root);        return 0;  } |

Output:

20 30 40 50 60 70 80

### Time Complexity

The worst case time complexity of search and insert operations is O(h) where h is height of Binary Search Tree. In worst case, we may have to travel from root to the deepest leaf node. The height of a skewed tree may become n and the time complexity of search and insert operation may become O(n).

## Deletion from BST

We have discussed [BST search and insert operations](http://geeksquiz.com/binary-search-tree-set-1-search-and-insertion/). In this post, delete operation is discussed. When we delete a node, there possibilities arise.

**1)*Node to be deleted is leaf:*** Simply remove from the tree.

50 50

/ \ delete(20) / \

30 70 ---------> 30 70

/ \ / \ \ / \

20 40 60 80 40 60 80

**2) *Node to be deleted has only one child:*** Copy the child to the node and delete the child

50 50

/ \ delete(30) / \

30 70 ---------> 40 70

\ / \ / \

40 60 80 60 80

**3) *Node to be deleted has two children:***Find inorder successor of the node. Copy contents of the inorder successor to the node and delete the inorder successor. Note that inorder predecessor can also be used.

50 60

/ \ delete(50) / \

40 70 ---------> 40 70

/ \ \

60 80 80

The important thing to note is, inorder successor is needed only when right child is not empty. In this particular case, inorder successor can be obtained by finding the minimum value in right child of the node.

|  |
| --- |
| // C program to demonstrate delete operation in binary search tree  #include<stdio.h>  #include<stdlib.h>    struct node  {      int key;      struct node \*left, \*right;  };    // A utility function to create a new BST node  struct node \*newNode(int item)  {      struct node \*temp =  (struct node \*)malloc(sizeof(struct node));      temp->key = item;      temp->left = temp->right = NULL;      return temp;  }    // A utility function to do inorder traversal of BST  void inorder(struct node \*root)  {      if (root != NULL)      {          inorder(root->left);          printf("%d ", root->key);          inorder(root->right);      }  }    /\* A utility function to insert a new node with given key in BST \*/  struct node\* insert(struct node\* node, int key)  {      /\* If the tree is empty, return a new node \*/      if (node == NULL) return newNode(key);        /\* Otherwise, recur down the tree \*/      if (key < node->key)          node->left  = insert(node->left, key);      else          node->right = insert(node->right, key);        /\* return the (unchanged) node pointer \*/      return node;  }    /\* Given a non-empty binary search tree, return the node with minimum     key value found in that tree. Note that the entire tree does not     need to be searched. \*/  struct node \* minValueNode(struct node\* node)  {      struct node\* current = node;        /\* loop down to find the leftmost leaf \*/      while (current->left != NULL)          current = current->left;        return current;  }    /\* Given a binary search tree and a key, this function deletes the key     and returns the new root \*/  struct node\* deleteNode(struct node\* root, int key)  {      // base case      if (root == NULL) return root;        // If the key to be deleted is smaller than the root's key,      // then it lies in left subtree      if (key < root->key)          root->left = deleteNode(root->left, key);        // If the key to be deleted is greater than the root's key,      // then it lies in right subtree      else if (key > root->key)          root->right = deleteNode(root->right, key);        // if key is same as root's key, then This is the node      // to be deleted      else      {          // node with only one child or no child          if (root->left == NULL)          {              struct node \*temp = root->right;              free(root);              return temp;          }          else if (root->right == NULL)          {              struct node \*temp = root->left;              free(root);              return temp;          }            // node with two children: Get the inorder successor (smallest          // in the right subtree)          struct node\* temp = minValueNode(root->right);            // Copy the inorder successor's content to this node          root->key = temp->key;            // Delete the inorder successor          root->right = deleteNode(root->right, temp->key);      }      return root;  }    // Driver Program to test above functions  int main()  {      /\* Let us create following BST                50             /     \            30      70           /  \    /  \         20   40  60   80 \*/      struct node \*root = NULL;      root = insert(root, 50);      root = insert(root, 30);      root = insert(root, 20);      root = insert(root, 40);      root = insert(root, 70);      root = insert(root, 60);      root = insert(root, 80);        printf("Inorder traversal of the given tree \n");      inorder(root);        printf("\nDelete 20\n");      root = deleteNode(root, 20);      printf("Inorder traversal of the modified tree \n");      inorder(root);        printf("\nDelete 30\n");      root = deleteNode(root, 30);      printf("Inorder traversal of the modified tree \n");      inorder(root);        printf("\nDelete 50\n");      root = deleteNode(root, 50);      printf("Inorder traversal of the modified tree \n");      inorder(root);        return 0;  } |

Output:

Inorder traversal of the given tree

20 30 40 50 60 70 80

Delete 20

Inorder traversal of the modified tree

30 40 50 60 70 80

Delete 30

Inorder traversal of the modified tree

40 50 60 70 80

Delete 50

Inorder traversal of the modified tree

40 60 70 80

### Time Complexity

The worst case time complexity of delete operation is O(h) where h is height of Binary Search Tree. In worst case, we may have to travel from root to the deepest leaf node. The height of a skewed tree may become n and the time complexity of delete operation may become O(n)

## Questions

|  |
| --- |
| **Question 1** |

What is the worst case time complexity for search, insert and delete operations in a general Binary Search Tree?

|  |  |
| --- | --- |
| A | O(n) for all |
| B | O(Logn) for all |
| C | O(Logn) for search and insert, and O(n) for delete |
| D | O(Logn) for search, and O(n) for insert and delete |

|  |
| --- |
| **Question 2** |

In delete operation of BST, we need inorder successor (or predecessor) of a node when the node to be deleted has both left and right child as non-empty. Which of the following is true about inorder successor needed in delete operation?

|  |  |
| --- | --- |
| A | Inorder Successor is always a leaf node |
| B | Inorder successor is always either a leaf node or a node with empty left child |
| C | Inorder successor may be an ancestor of the node |
| D | Inorder successor is always either a leaf node or a node with empty right child |

|  |
| --- |
| **Question 3** |

We are given a set of n distinct elements and an unlabeled binary tree with n nodes. In how many ways can we populate the tree with the given set so that it becomes a binary search tree? (GATE CS 2011)

|  |  |
| --- | --- |
| A | 0 |
| B | 1 |
| C | n! |
| D | (1/(n+1)).2nCn |

|  |
| --- |
| **Question 4** |

How many distinct binary search trees can be created out of 4 distinct keys?

|  |  |
| --- | --- |
| A | 4 |
| B | 14 |
| C | 24 |
| D | 42 |

|  |
| --- |
| **Question 5** |

Which of the following traversal outputs the data in sorted order in a BST?

|  |  |
| --- | --- |
| A | Preorder |
| B | Inorder |
| C | Postorder |
| D | Level order |

|  |
| --- |
| **Question 6** |

Suppose the numbers 7, 5, 1, 8, 3, 6, 0, 9, 4, 2 are inserted in that order into an initially empty binary search tree. The binary search tree uses the usual ordering on natural numbers. What is the in-order traversal sequence of the resultant tree?

|  |  |
| --- | --- |
| A | 7 5 1 0 3 2 4 6 8 9 |
| B | 0 2 4 3 1 6 5 9 8 7 |
| C | 0 1 2 3 4 5 6 7 8 9 |
| D | 9 8 6 4 2 3 0 1 5 7 |

|  |
| --- |
| **Question 7** |

The following numbers are inserted into an empty binary search tree in the given order: 10, 1, 3, 5, 15, 12, 16. What is the height of the binary search tree (the height is the maximum distance of a leaf node from the root)? (GATE CS 2004)

|  |  |
| --- | --- |
| A | 2 |
| B | 3 |
| C | 4 |
| D | 6 |

|  |
| --- |
| **Question 8** |

The preorder traversal sequence of a binary search tree is 30, 20, 10, 15, 25, 23, 39, 35, 42. Which one of the following is the postorder traversal sequence of the same tree?

|  |  |
| --- | --- |
| A | 10, 20, 15, 23, 25, 35, 42, 39, 30 |
| B | 15, 10, 25, 23, 20, 42, 35, 39, 30 |
| C | 15, 20, 10, 23, 25, 42, 35, 39, 30 |
| D | 15, 10, 23, 25, 20, 35, 42, 39, 30 |

|  |
| --- |
| **Question 9** |

Consider the following Binary Search Tree

10

/ \

5 20

/ / \

4 15 30

/

11

If we randomly search one of the keys present in above BST, what would be the expected number of comparisons?

|  |  |
| --- | --- |
| A | 2.75 |
| B | 2.25 |
| C | 2.57 |
| D | 3.25 |

|  |
| --- |
| **Question 10** |

Which of the following traversals is sufficient to construct BST from given traversals 1) Inorder 2) Preorder 3) Postorder

|  |  |
| --- | --- |
| A | Any one of the given three traversals is sufficient |
| B | Either 2 or 3 is sufficient |
| C | 2 and 3 |
| D | 1 and 3 |

|  |
| --- |
| **Question 11** |

Consider the following code snippet in C. The function print() receives root of a Binary Search Tree (BST) and a positive integer k as arguments.

|  |
| --- |
| // A BST node  struct node {      int data;      struct node \*left, \*right;  };    int count = 0;    void print(struct node \*root, int k)  {      if (root != NULL && count <= k)      {          print(root->right, k);          count++;          if (count == k)            printf("%d ", root->data);         print(root->left, k);      }  } |

What is the output of print(root, 3) where root represent root of the following BST.

15

/ \

10 20

/ \ / \

8 12 16 25

|  |  |
| --- | --- |
| A | 10 |
| B | 16 |
| C | 20 |
| D | 20 10 |

|  |
| --- |
| **Question 12** |

Consider the same code as given in above question. What does the function print() do in general? The function print() receives root of a Binary Search Tree (BST) and a positive integer k as arguments.

|  |  |  |
| --- | --- | --- |
| // A BST node  struct node {      int data;      struct node \*left, \*right;  };    int count = 0;    void print(struct node \*root, int k)  {      if (root != NULL && count <= k)      {          print(root->right, k);          count++;          if (count == k)            printf("%d ", root->data);         print(root->left, k);      }  } | | |
| A | Prints the kth smallest element in BST |
| B | Prints the kth largest element in BST |
| C | Prints the leftmost node at level k from root |
| D | Prints the rightmost node at level k from root |

|  |
| --- |
| **Question 13** |

You are given the postorder traversal, P, of a binary search tree on the n elements 1, 2, ..., n. You have to determine the unique binary search tree that has P as its postorder traversal. What is the time complexity of the most efficient algorithm for doing this?

|  |  |
| --- | --- |
| A | O(Logn) |
| B | O(n) |
| C | O(nLogn) |
| D | none of the above, as the tree cannot be uniquely determined. |

|  |
| --- |
| **Question 14** |

Suppose we have a balanced binary search tree T holding n numbers. We are given two numbers L and H and wish to sum up all the numbers in T that lie between L and H. Suppose there are m such numbers in T. If the tightest upper bound on the time to compute the sum is O(nalogb n + mc logd n), the value of a + 10b + 100c + 1000d is \_\_\_\_.

|  |  |
| --- | --- |
| A | 60 |
| B | 110 |
| C | 210 |
| D | 50 |

## Find the node with minimum value in a Binary Search Tree

This is quite simple. Just traverse the node from root to left recursively until left is NULL. The node whose left is NULL is the node with minimum value.

![BST_LCA](data:image/gif;base64,R0lGODlhAwHaAHAAACwAAAAAAwHaAIcAAAAEBAQICAgMDAwUEBAUFBQYFBAcGBQcGBggGBgkGBgcHBwgHBwkHBwgICAQJEAkICAoICAoJCQsJCAsJCQwJCQoKCgsKCQsKCgwKCQwKCgwLCw0LCw4LCwwMDA8LCw0MDA4MCw4MDBELCwsNExAMDA8NDQ4ODhENDQ8ODhIODhMODhAQEA8QFVEQEBQPDhVPDxVQDxMRERZQEBISEhMSEhhREBQSFlhRERhSERlSERQUFBVUFBpSEhtSEhpTEhVVVVtTEhdUGFtTExtUExZWVltUFBxUExdWVl1UEx1VVB5VVB5VVVtWWVhYWF5WVVlYWF9WVWBWVVlZWWBWVmBXVlpaWl5YWmJXVltaWmJYV1tbW2NYWGNZWFxcXF1cXGFaXF1dXWVaWV5dXWRbXV5eXl9eXmdbWl9fX2hcW2ddXmFgYGqdXGFhYWleX2yeXWNiYmNjY26fXmygYGRkZGVkZGVlZW+hYG+hYWZmZmdmZnGiYWdnZ3GjYnOjYnSkY2lpaXalZGqqqqurq62tra+vr7GxsbOzs7W1tba2tre3t7m5ubq6uru7u729vb///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAI/wAfCRxIsKDBgwgTKlzIsKHDhxAjOipEsSKiiBgzatzIsaPHjyBDEnREaAsGAAE6qFzZAMCAGnYuipxJs6bNmzg3DnIRoMSSN4GCCh3qR8yMBgXCLMrJtKnTp1ARNoqDAMWZoVizCt2ThAAPQ1HDih1L9iEfBDjuaF27lksGF0vLyp1LN+ciFzD8sN279kwDPnUDCx6MEVCDq3wTZ/UDw0UjwpAjR9azQq/iy1jPmHgsubPnsXpiYB6N9c3mz6hT4wxNurVQ05xVy5690VAG17gDnXFBu7fvho4wyMmNGwbg38iTC8zyhDhuPxQUKZ9O+1AE57nF1KDOPfUWJthx//9BELe7ecKOCFi+TObKFTdDwVwh07pHm/P4BQNaMVrIAxIkPKBGUC3898AVpMkBQX4MzoUEFpj1QcINgcxBQguBkHFgIAC2doB0DYYYVgppjDbHH0FdGEgTD8yxYoukdVCIiDQ+hYBarfmHYIEuXgHjaMbVKGROALjmH4aB8BiIjy6O5gMaQ0ZJkyMB5PgAkoHcACOTpD0p5ZchFbDHaD5SKBQYD9DXAgl9kDaDHWDG2REIbEQYIIATBiIhCf6ZOVoJhMgpaEY8cIGZGy0kmqgQQSHKp2sNyDTopA3FgUN4ue2BgCOUdrrQIgigiGlrTGzh6akJ1SDGqK0ZIAiqsBb/REgJrI7GBgYnABLrro+QWOtlMjpShBe8wrpIA+v9upYSXwwUBwuxFUspHzAoy5YcGHA6UCEeSCrtpEhoYe1iIRxikCInDPJtp+GOK5Qf5Uq1A5TrgluFu3vEqxAaO0RbL5hQlDDmr1pAYC5Dg5zg7b9fEgKBuKPuUQIS/iqEyAmBMhwnIwxUsKpze/QAQcYQNUJDHBp/iS4ghdRwABPJYsbGCgW0UfFDXhShbco0cnvwI4psQUAJRwDFlx9cHAWCrh4BcgKIPDdoB7QGkTQGBgN0UIIPXHc9QwcRDMBDTCId4sGMUePniBVWMNRIIYSgIffcdhTyM02NsIBy2t0t/8ICnJ554cTOfCNniAdgocYHC+UV3tvUjX92eOKOy7a2FYSn5jfglaOWN+e0XZ5554SZTflvU99MOl1OQ53c4XevTlfOoyO3sux05b23ecISiztZZqOd37Oq/45T6yL6bPxTaOhcI7rqLo9TI/NG6Uj1vyNSyNw1pDD3IKdjdHH0UvJb/COLFNKG3EikMIbcfAhPqSJ8IFFAAx10LUYaXaOQQQA1iEPsEKYwOSVsYYsAxBQgQIAO6IBrWEjDEbgGgw4AwHvhk1LLDgADLAxsL38Qgw0igIHjMMR8gxqfQBCBBASsQArDSQz/MoCAOJwvP3zAQAc+1po3wKBmxaMevf8mRb0puKABWBAVae6AAwRsIXIMQgQIYGA04oRsZAeBnqcagQQF8DA3fmDCX0S0hgnUKWITixa3FiYoh0EMU4yBS34c4YIfKJFVWoiOQIjnqYB9kFV+IRl3HCEDxFjrDiJIxLBOhYR7jcsPKhCkcghpyHHd4QJ0YOQbx/WHSFLHESCopLsQ6TpBQcGR7grKH0ogv998QQmpxAobQECp/cRyKHuAwA0ld5tbDuUHaxjUsWIWyy7wADmOgACOfKlKDQwwSi4QpS9XwLTeWIqZWNGOnArRAWwO5Q4I+A0GqujN8UBRSA/y5lBk1Bvb4KYJAGrBgHBjHzA1ggB35Msc1pT/p6DAE0D0GQ0XjkmbKUjBNRoSgho6hBsFgckOMxgNgK7gH0ahSQhXAFCbMPMHAuySMHRyDZfgSZwA1E5EBsUMHlqAIA5hSAhm4tJoMpDBz4jJNRJiaT9xE6kvRdM1bniAn4KiJTyQhpqzoVJutARQ4gDqSxCIoYkAZFShVLQ1OriPbBRxANz4iD7+qaprgiSlAOQzMRZK01CO5BopTGE2iyAAbtYUlK/mBqlSuqlKATTPoFzVNUcYA23MaqQHgCEQYc0NTb8UUswUiKVXOKwa/tME95yVL2+iTVTnaiBG5YYA5xRRoTAzhweY1rQYKtBpf4SZp87mp7hxwxXE6po//wQATGM4AkfnwFveGrW3vW1NT2dzTXUKRZtf4qZxhQLO3tzzsr50LVSlqs569ma0xt1DAeTUhh4sNxCg9Y1yjTuEIX4JVNBNJXJ90y5vYuukQoKoOv3QgNCmphEQ+OMtFzsoX2GTrMiZFTaZNb8GpPdXu6EOHERzSy0gwVOEUMGBRwUb7lAmlg5GVYQnjJ0Kc2cQEqjMuJTwYFjNSr+APA13zGcYaWJHDgmwAHwHVYiH/SqOH70v9tCHF2LmRgkYMATyYsVFgY1KDGPkjgoLwgcCzGCZrvFDV76greDxihAFWMEZxYOFBtTAvr0hRAEP4gg7VOWLl3nDDAiglILorv9YgABBBrjg473IYQgIQAIbkxMHGuxyEDUAgAPPkF42HKEEA8CAHeBLu2IZggcDiIANxFDnQLxBCisgAATQAObe9C4i6uMJAAS9kgGMGgRjIMRHAcG4bx0iDjUwNQAysJIDjBoDUwBEp31zu45UpBA5NsjkNGaIipQSP8qry+akhxw+CkZ0zE7qIiMDuWhrLleeGba1OwM71PjNhNseTLVT4wgn+C7cdYE2camGbrksW7weeGa7naLt3/R63lAZd3I+jW+neAFz3XF2v23y5vOsceA1sXJ+tIjwkAyZQUJs+EcaTSMUSjwjBRfSAS8eEYVHacn9VsSvKXK+QbDg2EL/ijhErJaCFJxk1BdMgQvaUNP58YEHBQDAAVZSagBAYAqDiJbF5dS8Ga/QJD05QhrSQM6ln0EHGbhgHHZdo0a0AQEc5AKKhyIHKaBgACDgg8on9XCDEOKIPxlNGmyQ5z0LiYUE6AGUL8MGGAgACFQXkscH4rASuPgyf+iyC9zeIC4ikcN72QOeg9mpjBeZusQ5wwQYXyM3juoPPwAB4b9EO8uzCvOaF5EjkGDkWrFhAnDwFCAc8IGth4cNzmwQITdZqz/kwAydurC74CXvSRYylkbA/aDqwOBU8v48lPRl8AXFB/740g8a2HxvoEAFbOL1vMjC5iy7M15m7oECeT8P/2yxCUzqNIICc7/leodELeP+YQLS9w54jIsC8glpnMst1SQR4PpYrp9G1tEaeEBbfcBbraEpRvcZtpQbeHAFiLcW4SUk30EaFoIlZBAg/0FbilF/yTF+rfEHAdIkrmFdNTIAlaYVC3UlQnEhc4AmQ6UY/0cbRZIb/sFarZEGKZByA2AiQqUigfAH75EiWJJmGGA7XYUbk6UkuNFcNRKAHEUfPhgfD+BZmOEHA4Ac3UcaIIhRNtgaAKBxKOAaURgUGkICDzgUAxBshNF+RoIhMoUbH1IjbEgaY1iGIjgacegb8tUapXUhAdIChwWHKIcfgxCGrRGFSbhRrZGGvyFgfP+IJ3fSUq5hUk14HYeIJXeyKKRhhciBCA3gHG94gNtVdTt4iGbiBpC4U0SITFVCHGDQAhpoK7QkJHq1XAOVHPj3XfongfO3XBzYbJfyXRHQe/jhhNm1KcmBXsv1BkUYJY2lTkkQBtOBXeqUWVFSiO5HHtOBCBNwhqPyXl/SXv8Fbsmxh8z0B7H3JfjVf8qSYN3hX75EBMIHJoTQAd5IHHfAAeGXGoogAulnLWcgAwkYIoMgYbFESvjRj/9YKwE5kCKyYaMkAoM4Hf0IebUiBgLZKfUYQ1uGKVGwARNJHYqAAbB0YzBQAw4pJIaAAUMwAroFRzCAK/voG47wBRlgkZH/l2SokggLkAB/p4VdBhiGcALEyB0r+WTYkQYoIEew4jOGcERJhBuKl2flcW+yZ2Z+V1tdlgL2dyoCx0IIMGkn+E1YAAMIwGlVM200cnYc5EGJIQdLgAIEoGe7wm8FsQiwNgAZoANLsHQl4gd+6QNHkWd8MGMCJyL0Yz/4AwNd0z8doGlbEHS8YpUIYQhtsAUtlwIukZloQDYOkWxDoj18MDffUwgzCSbdFhYMx3GfkTpkcT3mxZrowTYpeRNDJ5uB8W50sXG4WRf1Vhcg15tksTin2RTUo1XCKRaCU5thUQbOk5xPkXGdUXbQeRN75xnXWZ0zQZ2fIZ3aGRIURxvh//mdHUE9u+MbTlOc5EkQwfkbprOeGsGb06Gb8OkQtzkd6lafCjF256Fv+nku6RIiqfmfBHFwIrII2Eage8RuNGKXAydycFOahTCIDiokh7ltCbRAO6c1jtkBB0CYUEOZQwKa0TYIKUAAL4STZAkDB1BCJKoyCeo2v1aUp1JmVVEiPfQCAoAGajhHRVAGldkGopY1KxEBowaiu0IICICUVtQDCECOYNIG/TIQjxYAe0lobHEHZfmhaNl4pMeOm9gY6tkdBxRnc3aPd4BndDkoh2BjCNYAkvQleRAAWkYcgedlYzodhxACYEockBSnKfelR6aTUbKnY4kdnQSoyeOmrP+CY1FSCCFwqOGRqFFyYuOiGT2KHOt4jg0QkuYBke7iYaLVBd60fWtpkLEkqgyygN5UfiGiCAbGTO7III7Af9mYp6jxjL5kjfmBjcuFA+d5HmvwA+r0B53KIKqihTcQiH7VAjcQi3zBjAwCq/eIKTFIHXGlhQUiiVqyJkN4Gfx1HmgQBN+Vh+bhq5eBigHSUngwhS8CH6NhA8HKHTdCGn3ggFkRhKMRBLFJHXFgA2RyA5PVUhqCIKUliZexBKZicN1EGkooFFqCsIrBhOaxBUvAhxuyJBtysKRxrcqRW6OBKKZ1h2iSsaMxXN2RrBSYsT5isCa7iudBjYqxKKyVUy//exnSxR0qy4MEuyFBJbGJIa3noauJYVRveAMt8LOtwavcYbEY21ISQiEsAq+Y4bHJUYuYIVNgQAJ4wLGkEVjn8a9Pa1VXooKkobD4QVikIVPxVCCPMhpudR7oylH6GhRgsKyuIa/4sVlr+yOQ+B8vmBhZdR7Z+l2BEK7d4YGXEYoVcrOKcX0pi2bYJLTnkVKk8YoauFLMihmI+2GGaFzAmh/m6H4epTa2WqzaiB/P9V23mB+sSn6Uhx/ptFzsxCA8QKraN4sMkoXYRLH5sam+ZKyeOh2KO03VtLuRekuUeqDZh03G1ITJ6y7LSyOvG0u5lKnuyaeP5ElDckrBy0qFpMqogASn4Uh7yjK9Q1JkfVqFYhonjbR73EuPS7qQmBEyTzooftSO5CsoNooCOEoaPgRElOJ5MMmUlGKiKApDfKGlLFpCqMJFHfCTVShGUEopGQoBG7o1XIMCKvGhSMAHw7tNUFmtgcBEToSrz0MRcSM3g0ARIdwpYJmiijFDNYS9CioYF9xAD+QDETRBPlBBF4QGNXfDv5E+64MG7fM+aBA/GhEQADs=)

For the above tree, we start with 20, then we move left 8, we keep on moving to left until we see NULL. Since left of 4 is NULL, 4 is the node with minimum value.

|  |
| --- |
| #include <stdio.h>  #include<stdlib.h>    /\* A binary tree node has data, pointer to left child     and a pointer to right child \*/  struct node  {      int data;      struct node\* left;      struct node\* right;  };    /\* Helper function that allocates a new node  with the given data and NULL left and right  pointers. \*/  struct node\* newNode(int data)  {    struct node\* node = (struct node\*)                         malloc(sizeof(struct node));    node->data  = data;    node->left  = NULL;    node->right = NULL;      return(node);  }    /\* Give a binary search tree and a number,  inserts a new node with the given number in  the correct place in the tree. Returns the new  root pointer which the caller should then use  (the standard trick to avoid using reference  parameters). \*/  struct node\* insert(struct node\* node, int data)  {    /\* 1. If the tree is empty, return a new,        single node \*/    if (node == NULL)      return(newNode(data));    else    {      /\* 2. Otherwise, recur down the tree \*/      if (data <= node->data)          node->left  = insert(node->left, data);      else          node->right = insert(node->right, data);        /\* return the (unchanged) node pointer \*/      return node;    }  }    /\* Given a non-empty binary search tree,  return the minimum data value found in that  tree. Note that the entire tree does not need  to be searched. \*/  int minValue(struct node\* node) {    struct node\* current = node;      /\* loop down to find the leftmost leaf \*/    while (current->left != NULL) {      current = current->left;    }    return(current->data);  }    /\* Driver program to test sameTree function\*/  int main()  {    struct node\* root = NULL;    root = insert(root, 4);    insert(root, 2);    insert(root, 1);    insert(root, 3);    insert(root, 6);    insert(root, 5);      printf("\n Minimum value in BST is %d", minValue(root));    getchar();    return 0;  } |

### **Time Complexity**

O(n) Worst case happens for left skewed trees. Similarly we can get the maximum value by recursively traversing the right node of a binary search tree.

## In-order predecessor and successor for a given key in BST

I recently encountered with a question in an interview at e-commerce company. The interviewer asked the following question:

There is BST given with root node with key part as integer only. The structure of each node is as follows:

|  |
| --- |
| struct Node  {      int key;      struct Node \*left, \*right ;  }; |

You need to find the inorder successor and predecessor of a given key. In case the given key is not found in BST, then return the two values within which this key will lie.

Following is the algorithm to reach the desired result. Its a recursive method:

Input: root node, key

output: predecessor node, successor node

1. If root is NULL

then return

2. if key is found then

a. If its left subtree is not null

Then predecessor will be the right most

child of left subtree or left child itself.

b. If its right subtree is not null

The successor will be the left most child

of right subtree or right child itself.

return

3. If key is smaller then root node

set the successor as root

search recursively into left subtree

else

set the predecessor as root

search recursively into right subtree

Following is C++ implementation of the above algorithm:

|  |
| --- |
| // C++ program to find predecessor and successor in a BST  #include <iostream>  using namespace std;    // BST Node  struct Node  {      int key;      struct Node \*left, \*right;  };    // This function finds predecessor and successor of key in BST.  // It sets pre and suc as predecessor and successor respectively  void findPreSuc(Node\* root, Node\*& pre, Node\*& suc, int key)  {      // Base case      if (root == NULL)  return ;        // If key is present at root      if (root->key == key)      {          // the maximum value in left subtree is predecessor          if (root->left != NULL)          {              Node\* tmp = root->left;              while (tmp->right)                  tmp = tmp->right;              pre = tmp ;          }            // the minimum value in right subtree is successor          if (root->right != NULL)          {              Node\* tmp = root->right ;              while (tmp->left)                  tmp = tmp->left ;              suc = tmp ;          }          return ;      }        // If key is smaller than root's key, go to left subtree      if (root->key > key)      {          suc = root ;          findPreSuc(root->left, pre, suc, key) ;      }      else // go to right subtree      {          pre = root ;          findPreSuc(root->right, pre, suc, key) ;      }  }    // A utility function to create a new BST node  Node \*newNode(int item)  {      Node \*temp =  new Node;      temp->key = item;      temp->left = temp->right = NULL;      return temp;  }    /\* A utility function to insert a new node with given key in BST \*/  Node\* insert(Node\* node, int key)  {      if (node == NULL) return newNode(key);      if (key < node->key)          node->left  = insert(node->left, key);      else          node->right = insert(node->right, key);      return node;  }    // Driver program to test above function  int main()  {      int key = 65;    //Key to be searched in BST       /\* Let us create following BST                50             /     \            30      70           /  \    /  \         20   40  60   80 \*/      Node \*root = NULL;      root = insert(root, 50);      insert(root, 30);      insert(root, 20);      insert(root, 40);      insert(root, 70);      insert(root, 60);      insert(root, 80);          Node\* pre = NULL, \*suc = NULL;        findPreSuc(root, pre, suc, key);      if (pre != NULL)        cout << "Predecessor is " << pre->key << endl;      else        cout << "No Predecessor";        if (suc != NULL)        cout << "Successor is " << suc->key;      else        cout << "No Successor";      return 0;  } |

Output:

Predecessor is 60

Successor is 70

## A program to check if a binary tree is BST or not

A binary search tree (BST) is a node based binary tree data structure which has the following properties.  
• The left subtree of a node contains only nodes with keys less than the node’s key.  
• The right subtree of a node contains only nodes with keys greater than the node’s key.  
• Both the left and right subtrees must also be binary search trees.

From the above properties it naturally follows that:  
• Each node (item in the tree) has a distinct key.
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### METHOD 1 (Simple but Wrong)

Following is a simple program. For each node, check if left node of it is smaller than the node and right node of it is greater than the node.

|  |
| --- |
| int isBST(struct node\* node)  {    if (node == NULL)      return 1;      /\* false if left is > than node \*/    if (node->left != NULL && node->left->data > node->data)      return 0;      /\* false if right is < than node \*/    if (node->right != NULL && node->right->data < node->data)      return 0;      /\* false if, recursively, the left or right is not a BST \*/    if (!isBST(node->left) || !isBST(node->right))      return 0;      /\* passing all that, it's a BST \*/    return 1;  } |

**This approach is wrong as this will return true for below binary tree (and below tree is not a BST because 4 is in left subtree of 3)**
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### METHOD 2 (Correct but not efficient)

For each node, check if max value in left subtree is smaller than the node and min value in right subtree greater than the node.

|  |
| --- |
| /\* Returns true if a binary tree is a binary search tree \*/  int isBST(struct node\* node)  {    if (node == NULL)      return(true);      /\* false if the max of the left is > than us \*/    if (node->left!=NULL && maxValue(node->left) > node->data)      return(false);      /\* false if the min of the right is <= than us \*/    if (node->right!=NULL && minValue(node->right) < node->data)      return(false);      /\* false if, recursively, the left or right is not a BST \*/    if (!isBST(node->left) || !isBST(node->right))      return(false);      /\* passing all that, it's a BST \*/    return(true);  } |

It is assumed that you have helper functions minValue() and maxValue() that return the min or max int value from a non-empty tree

### METHOD 3 (Correct and Efficient)

Method 2 above runs slowly since it traverses over some parts of the tree many times. A better solution looks at each node only once. The trick is to write a utility helper function isBSTUtil(struct node\* node, int min, int max) that traverses down the tree keeping track of the narrowing min and max allowed values as it goes, looking at each node only once. The initial values for min and max should be INT\_MIN and INT\_MAX — they narrow from there.

/\* Returns true if the given tree is a binary search tree

(efficient version). \*/

int isBST(struct node\* node)

{

return(isBSTUtil(node, INT\_MIN, INT\_MAX));

}

/\* Returns true if the given tree is a BST and its

values are >= min and <= max. \*/

int isBSTUtil(struct node\* node, int min, int max)

**Implementation:**

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <limits.h>    /\* A binary tree node has data, pointer to left child     and a pointer to right child \*/  struct node  {      int data;      struct node\* left;      struct node\* right;  };    int isBSTUtil(struct node\* node, int min, int max);    /\* Returns true if the given tree is a binary search tree   (efficient version). \*/  int isBST(struct node\* node)  {    return(isBSTUtil(node, INT\_MIN, INT\_MAX));  }    /\* Returns true if the given tree is a BST and its     values are >= min and <= max. \*/  int isBSTUtil(struct node\* node, int min, int max)  {      /\* an empty tree is BST \*/    if (node==NULL)       return 1;      /\* false if this node violates the min/max constraint \*/    if (node->data < min || node->data > max)       return 0;      /\* otherwise check the subtrees recursively,     tightening the min or max constraint \*/    return      isBSTUtil(node->left, min, node->data-1) &&  // Allow only distinct values      isBSTUtil(node->right, node->data+1, max);  // Allow only distinct values  }    /\* Helper function that allocates a new node with the     given data and NULL left and right pointers. \*/  struct node\* newNode(int data)  {    struct node\* node = (struct node\*)                         malloc(sizeof(struct node));    node->data = data;    node->left = NULL;    node->right = NULL;      return(node);  }    /\* Driver program to test above functions\*/  int main()  {    struct node \*root = newNode(4);    root->left        = newNode(2);    root->right       = newNode(5);    root->left->left  = newNode(1);    root->left->right = newNode(3);      if(isBST(root))      printf("Is BST");    else      printf("Not a BST");      getchar();    return 0;  } |

#### Time Complexity: O(n) Auxiliary Space : O(1) if Function Call Stack size is not considered, otherwise O(n)

### METHOD 4(Using In-Order Traversal)

Thanks to [LJW489](http://www.geeksforgeeks.org/archives/3042/comment-page-1" \l "comment-562)for suggesting this method.  
1) Do In-Order Traversal of the given tree and store the result in a temp array.  
3) Check if the temp array is sorted in ascending order, if it is, then the tree is BST.

Time Complexity: O(n)

We can avoid the use of Auxiliary Array. While doing In-Order traversal, we can keep track of previously visited node. If the value of the currently visited node is less than the previous value, then tree is not BST. Thanks to [ygos](http://www.geeksforgeeks.org/archives/3042/comment-page-1" \l "comment-5805)for this space optimization.

|  |
| --- |
| bool isBST(struct node\* root)  {      static struct node \*prev = NULL;        // traverse the tree in inorder fashion and keep track of prev node      if (root)      {          if (!isBST(root->left))            return false;            // Allows only distinct valued nodes          if (prev != NULL && root->data <= prev->data)            return false;            prev = root;            return isBST(root->right);      }        return true;  } |

The use of static variable can also be avoided by using reference to prev node as a parameter (Similar to [this](http://www.geeksforgeeks.org/archives/17358)post).

**Sources:**  
<http://en.wikipedia.org/wiki/Binary_search_tree>  
<http://cslibrary.stanford.edu/110/BinaryTrees.html>